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  - A line in Radium is essentially just a graphical hint.
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- 20 STK instruments doing physical modeling (Cook/Scavone).
- Implementation by Romain Michon in the Faust language.
- Michon’s instruments have been slightly modified to be used as instruments in Radium.
  - Any Faust instrument that provides “gate”, “freq” and “gain” controls can easily be used as polyphonic instruments in Radium.
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CMN: https://ccrma.stanford.edu/software/cmn/cmn/cmn.html
Common lisp package for generating western style scores.
CMN has support for Radium songs.
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2. Screen is updated each vertical blank.
3. Painting a frame at the wrong time is very noticable.
   3.1 Because: Scrolling slowly in one direction.
4. Adaptive timing: A parallel timing is performed in the graphics thread.
   4.1 This parallel timing tries to match the timing of the audio. The
difference between those two are smoothed for every redraw.
   4.2 Reason: The graphical timer is not synchronized with the audio timer.
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Thanks for listening. Questions?

Radium homepage: http://users.notam02.no/~kjetism/radium/
Radium source code: https://github.com/kmatheussen/radium
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