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Implementing what is probably the simplest type of MIDI Soft Synth.
Basic MIDI Soft Synth

(<rt-stalin>
  (range note-num 0 128
   (define phase 0.0)
   (define volume 0.0)

   (sound
    (out (* volume (sin phase)))
    (inc! phase (midi->radians note-num)))

   (spawn
    (while #t
      (wait-midi :command note-on :note note-num
        (set! volume (midi-vol)))
      (wait-midi :command note-off :note note-num
        (set! volume 0.0))))))
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Example

(define-stalin (softsynth)
 (while #t
   (wait-midi :command note-on
     (define phase 0.0)
     (define tone (sound
       (out (* (midi-vol) (sin phase)))
       (inc! phase (midi->radians (note-num)))))
     (spawn
       (wait-midi :command note-off :note (midi-note)
         (stop tone)))))))

(<rt-stalin>
 (softsynth))
Need to remove clicks when starting and stopping tones.
Example

(define-stalin (softsynth)
  (while #t
    (wait-midi :command note-on
      (spawn
        (define volume (midi-vol))
        (define phase 0.0)
        (define adsr (make-adsr :a 20:-ms :d 20:-ms :s 0.2 :r
          (define tone (sound :while (-> adsr is-running)
              (out (* volume
                (-> adsr next)
                (sin phase))))
              (inc! phase (midi->radians (midi-note))))
              (wait-midi :command note-off :note (midi-note)
                (-> adsr stop)))))))
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(define-stalin (reverb input delay-time)
  (delay :size (* delay-time (mus-srate)))
  (+ (comb :scaler 0.742 :size 9601 allpass-composed)
      (comb :scaler 0.733 :size 10007 allpass-composed)
      (comb :scaler 0.715 :size 10799 allpass-composed)
      (comb :scaler 0.697 :size 11597 allpass-composed)
    :where allpass-composed
      (send input :through
        (all-pass :feedback -0.7 :feedforward 0.7)
        (all-pass :feedback -0.7 :feedforward 0.7)
        (all-pass :feedback -0.7 :feedforward 0.7)
        (all-pass :feedback -0.7 :feedforward 0.7))))
Simple Stereo Reverb

+-- (reverb 0.13) --> out ch 0
/  
(softsynth)--><
\  
+-- (reverb 0.11) --> out ch 1
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Seq Operator

(Seq (between -1.0 1.0)
 (* 0.5))

->

(let ((generator0 (lambda (kont0)
                        (kont0 (between -1.0 1.0)))))
 (generator1 (lambda (arg1 kont1)
                (kont1 (* 0.5 arg1)))))

(lambda (kont2)
 (generator0 (lambda (result0)
                (generator1 result0 kont2)))))
Par Operator

\[
(\text{Par} (* -1) \\
(* 1))
\]

\[\Rightarrow\]

\[
(\text{let} ((\text{generator} 0 (\lambda (\text{arg} 1 \ \text{kont} 0) \\
(\text{kont} 0 (* -1 \ \text{arg} 1))))))
(\text{generator} 1 (\lambda (\text{arg} 1 \ \text{kont} 1) \\
(\text{kont} 1 (* 1 \ \text{arg} 1))))))
(\lambda (\text{input} 2 \ \text{input} 3 \ \text{kont} 1) \\
(\text{generator} 0 \ \text{input} 2 \\
(\lambda (\text{result} 0) \\
(\text{generator} 1 \ \text{input} 3 \\
(\lambda (\text{result} 1) \\
(\text{kont} 1 \ \text{result} 0 \ \text{result} 1)))))))))}
Auto-Allocated variables in CPS Generators

(Seq (all-pass :feedback -0.7 :feedforward 0.7))

->

(let ((generator0 (let ((var0 (make-all-pass :feedback -0.7 :feedforward 0.7)))
                        (lambda (kont input)
                            (kont (all-pass var0 input))))))

    (lambda (input kont)
        (generator0 input kont)))
Other CPS Generators

Split, Merge, Identity, Cut, Sum, Prod, Lambda, Buffer, Counter, Read-table, Sin, Incrementer, Osc and In.
Final version of the MIDI Soft Synth.
Summary

- Garbage collection, Functional Programming, Coroutines, Faust
Questions.
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